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1 Overview

Software engineering is not yet a Among the ongoing problems that the project plans to fix are a lack
true engineering discipline, but it of code reviews, an inconsistent coding style, poor documentation,
has the potential to become one. no platform strategy and no regular release cycle. . .

Mary Shaw 1990[37]. Jeremy Kirk 2014[25].

Software technologies have changed enormously in the last 30 years, facilitating the development of
larger, more complex systems without which the world as we know it would cease to function. However,
these systems are also known to fail, with consequences ranging from minor inconvenience up to the loss
of life. More often than not, these failures can be traced back to incompetence in the software engineering
process, including the engineers working within that process. The development of software is still largely
an undisciplined activity, with only a few notable exceptions. We propose that further research is required
into why this is so, and to find ways to add rigour to the work of all software developers (in the hope that,
some time in the future, they merit the title “engineer”). Why are we not surprised by Kirk’s analysis
of the buggy software in OpenSSL, which is a critical component in many critical networked systems?
Perhaps because the potential identified by Shaw 24 years earlier is yet to be realized. We should ask
“why”.

2 Three Complementary Domains

This document acts as a short proposal to form a research group in the domain of Pragmatic Rigorous
Open Software Engineering. The problem of making software engineering a “true engineering discipline”
can, we believe, be best addressed by working at the intersection of three complementary domains, as
illustrated in figure 1.

2.1 Formal methods for automated tool support

Ideally, system developers would all be trained sufficiently well that
they would not even think that they are using a formal method or

tool. They would routinely use the mathematics underlying the
If you don’t start off with a spec,
every piece of code you write is a

notation of a formal specification language simply as a means of patch
communicating ideas to others on their team or of documenting Leslie Lamport, Turing

their own design decisions. Prize Winner 2014
Edmund M. Clarke and Jeannette M. Wing, 1996[8]. “Thinking for programmers”1

1 Video Presentation (http://channel9.msdn.com/Events/Build/2014/3-642)

Engineering is about applying science to build a solution to a problem. Mathematics is the language
that scientists and engineers use in order to add discipline and rigour to their work. Formal methods
are concerned with building mathematical models of systems so that the models can be analysed and
transformed in an automated fashion. Formal methods are necessary for disciplined software and systems
engineering[24].
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Figure 1: The research focus: at the intersection of 3 complementary domains

Lamport argues — in an amusing and insightful “fairytale”[28] — that modern-day programmers
need to become more disciplined thinkers: the mathematical tools exist to help them, but the vision of
Clarke and Wing — from 20 years earlier — has yet to be achieved. We should ask “why”?

2.2 Education and technology transfer

Our present approach to education for
software professionals is not satisfactory

We do not know all we need to know about which
software engineering technologies work best in which

to anyone. situations. And we cannot wait for years to know, given
David Lodge Parnas, 1999[35]. the blistering speed at which technology changes

Shari Lawrence Pfleeger, 1999[36].

Perhaps the incompetency of software engineers is the responsibility of the people who educated them?
Lecturers are required to continually update the material that they teach, and the techniques and tools
that they use. Are these updates too frequent, or not frequent enough? More research is needed into
why software developers fail to apply well-understood techniques, that they learned during their studies,
to solving problems in the real world. A second, related, problem is the transfer of novel research results
to industry. Thirdly, we must ask whether the disciple is becoming too large to teach them everything?
If so, do we need to take a step back and return to the fundamentals? Or do we need to accept that the
world is changing and that we need to employ novel, innovative teaching techniques and technologies in
order to better match the profile of our students and the needs of industry?

Dagnino’s recent research shows that the lack of partnership between university and industry harms
the educational process:

Recent graduates that start work in industry are often surprised on how many elements from
the Software Engineering field they were not exposed during their academic studies.

Aldo Dagnino, 2014[11].

Despite Parnas and Pfleeger were saying the same thing 15 years before, the software engineering com-
munity is not learning from its educational errors. We should ask “why” and what can be done about
it?

Higher-level education of engineers is moving towards adoption of innovative educational techniques
and tools: MOOCs (Massively Open On-line Courses)[31], PBL (Problem Based Learning)[34], Serious
Games[3], ALEs (Adaptive Learning Environments)[39] and Design Thinking[14]. Research is needed,
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in the software engineering community, into how to best meet the needs of our students through the
transformation of our traditional teaching material into new (open) formats, and through the integration
of different technologies and pedagogical methods. The evolution and maintenance of our degree programs
can and should be done using the same processes that software engineers use to manage the software
life-cycle. Without such a disciplined process, our teaching will continue to fail to meet the needs of our
software engineering students.

2.3 Openness, freedom and transparency

. . . , progress in science crucially depends on people being able 98% of the effort [. . . ] in fact
to work together. Nowadays, though, you often find each little returns direct learning benefits to
group of scientists acting as if it is a war with each other gang those providers
of scientists and engineers. But if they don’t share with each Karim R. Lakhani and Eric

other, they’re all held back. Von Hippel, 2003[27].
Richard Stallman, 2002[38].

One of the best ways for engineers to learn, and improve, is for them to examine the work of other
engineers. This practice is hindered in the software world because of the way in which many systems are
not delivered in an open and transparent manner. Another consequence of this lack of openness is that
one has to trust the software engineers when they say that their code was developed following the highest
quality standards. Much evidence suggests that the most important systems in our world are infested
with software bugs. If such systems were more open, the software engineering community could play
a critical role in fixing and improving them. Research is required into developing tools and techniques
that promote openness and transparency during all stages of software development. As open/free/libre
software reaches its adolescence, Crowston et al.’s recent review demonstrate how critical it is to better
understand the engineering methods being used by this rapidly-expanding community of developers.

FLOSS has become an integral part of the infrastructure of modern society, making it critical
to understand more fully how it is developed.

Crowston et al, 2012[9].

2.4 Research Communities

For each of these areas of focus, there are already significant research communities at a global scale, which
is seen by the quality of the main conferences, workshops and journals:

• Formal Methods: Formal Aspects of Computing Journal, Automated Software Engineering Jour-
nal, Formal Methods in System Design Journal, Symposium on Formal Methods, European Joint
Conferences on Theory and Practice of Software, International Conference on Integrated Formal
Methods.

• Computer Science Education: ACM Transactions on Computing Education, IEEE Transac-
tions on Learning Technologies, ACM SIGCSE, ACM ITiCSE, Journal of Science education and
technology, IEEE Conference on Software Engineering Education and Training.

• Open/Free/Libre Software and Systems: O’Reilly Open Source Convention, Open Knowledge
Conference, International Journal of Open Source Software and Processes, Journal of Open Research
Software, Open Source Developers’ Conference, Usenix Computing Systems Journal.

It should be noted that there is also much overlap between the communities, with regular specialist
workshops reporting on research on the intersection between the domains.
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3 A Guiding Principle : Empirical Software Engineering

For 25 years, software researchers have proposed improving
software development and maintenance with new practices

whose effectiveness is rarely, if ever, backed up with hard
Software engineering evidence

comes from different types of studies
evidence. and even synthesizing evidence from

Fenton, Pfleeger and Glass, 1994 [19]. controlled experiments is a challenge
Claes Wohlin 2013[40].

The three sub-domains must be complemented by an evidence-based approach to software engineer-
ing research. Claims that formal methods, better teaching and openness improve software engineering
must be accompanied by empirical evidence. In order to collect such evidence, one needs to integrate
data collection into software engineering tools. In order to be able to compare evidence, this requires
standardisation (using formal, mathematical models) and openness of the data and the collection mecha-
nisms. Then, a new generation of software engineering researchers must be educated in how to use these
mechanisms.

In the last 20 years there has been great advances in individual empirical studies concerned with
software engineering techniques, tools, methods and processes. However, as Wohlin points out in his
recent review, different empirical studies produce surprisingly incoherent evidence. We should ask “why”?

4 Two Research Project Proposals

To illustrate the potential for the group to bring together the different domains, and members’ experience,
in a coherent and complementary manner, we propose 2 research projects. The research projects leverage
ongoing work and experience of the group members, stimulate new collaboration, and share common
tasks.

4.1 Platform for Integration of Software Engineering and Education Tools

4.1.1 Summary

As software engineering educators, we are frustrated by the difficulty in motivating students to use stan-
dard software engineering tools (for documentation, testing, maintenance, version control, bug tracking,
team-work, etc . . . ). Further analysis is needed concerning how, when and why students do use these
tools. There must be a way of synthesising and analysing this data, in a coherent manner. As educators,
we are also frustrated with the functionality offered by course management systems, which are not well-
integrated with the software engineering tools. A common platform for composing ’software engineering
services’ with ’educational services’ would be an ideal solution to this problem. Then, using the platform,
software engineering educators could be more effective in maintaining, refining and extending teaching
material; and students would be more effective in reviewing their own learning processes.

4.1.2 Scientific Context

Software engineers are expected to master the use of a wide variety of tools. Many of these are distributed
as plug-ins to IDEs such as Eclipse[15], or as collaborative work services, in the cloud and on the web,
such as GitHub[10]. Educators are expected to master course management systems such as Moodle[17]
and a variety of educational services such as MOOCS[12], computer-assisted assessment[7], adaptive
learning enivironments[39], etc . . . A major problem exists with respect to integrating such tools and
services, into a coherent learning framework, in order to collect meaningful data to provide feedback
to students, and their teachers, concerning how students are using the tools[21]. The use of ’big data’
in order to improve education processes and services is dependent on the development of standards for
inter-tool communication and data sharing, and the formalism of ontologies[16]. This project will provide
a development platform, defined as a service middleware, based on the formal integration of ontologies
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from software engineering and from linked education. This platform will support the rapid development
and deployment of new software engineering education services.

4.1.3 Research Innovation

There are three main research innovations in our proposal:

1. Formal integration of ontologies from teaching and engineering domains: It is well-
accepted that achieving a coherent semantic integration of domain knowledge is a significant mod-
elling challenge[33]. Fortunately, there are many commonalities between the software engineering
process and the education management process[23].

2. Interoperability of open source development tools: Work is ongoing on the standardisation
of a wide range of open source services available at common software forges[4]. Extending this work
to include educational services is a significant challenge.

3. Development, deployment and analysis of the platform: As well as being a major challenge
in building such a platform, it is important to validate that the services it offers are useful to its
users. This will require 2 different types of empirical analysis — the ease by which teachers use
the platform, and the academic advantages offered to students who use the services running on the
platform. As a first use case study, we intend to use the platform to integrate the open IDE Eclipse
with an open formal methods tool Rodin[1] and provide access through the course management
system Moodle. Then, we will collect data concerning students’ use of the formal methods during
a large software development project.

4.1.4 Competencies Required and Group Member Participation

The group members, collectively, bring the following relevant skills which are necessary and sufficient for
project success:

1. Formal Methods: Jean-Luc Raffy, Eric Lallet and J Paul Gibson

2. Ontologies and Open standards for data communication: Jean-Luc Raffy, J Paul Gibson and Olivier
Berger

3. Academic software/tool support: Christian Bac, Olivier Berger and J Paul Gibson

4. Experience in development of large open-source software applications: Christian Bac, Olivier
Berger, Eric Lallet

5. Teaching software engineering : Christian Bac, Jean-Luc Raffy, Olivier Berger, Eric Lallet and J
Paul Gibson

4.2 Software Project Management Simulator: A serious game

4.2.1 Summary

Involving the conception and implementation of a simulator for software project management, this sim-
ulator will be in the form of a prototype consisting of three main components: a simulation engine,
a database back-end and an educational game front-end. The simulation engine will cover the whole
software lifecycle and will incorporate all major management decision making parameters: cost, time,
risk, quality, maintenance, (human) resource management, etc. The database back-end will log use of
the system users and build profiles of different management types/strategies. Analysis of the data will
facilitate synthesis and analysis of the cognitive processes involved in the management process; and this
will provide feedback in order to make incremental refinements of the underlying simulation engine. The
game front-end will use the simulation engine to dynamically construct realistic management scenarios
and to challenge the students to experiment with their virtual development teams and processes whilst
playing against each other.
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4.2.2 Scientific Context

Many software development projects are characterized by problems that lead to late delivery, cost over-
runs, buggy software and unhappy customers. These problems may be either technical or managerial
in nature. In general, the technical problems seen in industry can be adequately prepared for through
high level (or further) education. However, good software project management cannot be taught effec-
tively in a traditional academic environment; it comes through experience[30]. Yet, it is undesirable and
unreasonable to expect inexperienced software engineers to manage a wide range of projects in order to
obtain a deep understanding of the management issues. This is precisely the reason why many projects
are unsuccessful, and the global cost has been estimated to be billions of dollars. Simulation has proven
itself a useful tool for education, training and development in a diverse range of industrial areas[2, 26].
It is exploited by managers to experiment with various development strategies in order to improve both
the development process and the products being developed. The key is that the simulation incorporates
an accurate and realistic model (abstraction) of the real world system and, to a greater or lesser extent,
the environment in which it is to be used[5, 18]. The simulation can be considered as a type of expert
system, and as such contains implicit knowledge of the problem domain under consideration[29].

4.2.3 Research Innovation

There are four main research innovations in our proposal:

1. Level of abstraction of simulation models: Currently, industrial strength software devel-
opment/management simulation models are too complex (and expensive) to be used for training
purposes[20]. Less complex simulation tools, often used in undergraduate education, can introduce
software engineers to fundamental concepts[32], but they are too simplistic to meet our needs. Our
innovative approach is to produce a simulation model whose level of abstraction can be adapted to
cover a range of abilities of the model users.

2. Automated data gathering for dynamic analysis of interaction: Analysis of the educational
effectiveness of simulations has been restricted to analysis of the impact that using these tools has
had on students? ability after they have completed the particular course/module in question[13].
There has been very little analysis of how the users interact with the simulations; this is due
to the fact that gathering data with respect to this interaction is complex and time- consuming.
We propose building an automated data gathering backend to the simulation that will gather the
necessary information for analysis without need for human intervention.

3. Open Software for Remote learning: To increase the chances of the simulation being used by
a wide target audience, it will be released as open software, that can be executed, remotely, across
the web. Thus, the potential user base will be greatly enhanced and the amount of data gathered
much more likely to give rise to significant results.

4. Plug-ins for problem-based learning (PBL): The simulation will provide a global view of the
complete software development process and improve understanding of the management issues. It is
important that students can relate this high-level view with more specialised software engineering
subjects that are studied as part of other modules. The simulation will provide means of plugging
in specific problems into the management framework. The integration of PBL[22] into a simulation
environment is highly innovative.

4.2.4 Competencies Required and Group Member Participation

The group members, collectively, bring the following relevant skills which are necessary and sufficient for
project success:

1. Teaching software engineering process and management: Jean-Luc Raffy and J Paul Gibson

2. Research into simulation and modelling (and dynamic systems): Jean-Luc Raffy, J Paul Gibson
and Eric Lallet
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3. Development of Games for Educational Purposes: J Paul Gibson

4. Problem based learning and pedagogic theory: J Paul Gibson, Christian Bac and Jean-Luc Raffy

5. Research into technology transfer and the gap between academia and industry: J Paul Gibson,
Christian Bac, Olivier Berger

6. Academic software/tool support: Christian Bac, Olivier Berger and J Paul Gibson

7. Educational Experimentation: J Paul Gibson

8. Experience in development of large open-source software applications: Christian Bac, Olivier
Berger, Eric Lallet

5 Conclusion

To conclude, consider the recent warning from Bland:

Given the extent to which modern society has come to depend on software, the community of
software practitioners must hold its members accountable, however informally, for failing to
adhere to fundamental best practices designed to reduce the occurrence of preventable defects
— and must step forward not to punish mistakes but to help address root causes leading to
such defects.

Mike Bland, 2014[6].

This warning needs to be placed within the context of his report on a simple software error (a
repetition of the line of code ‘‘goto fail;’’) in a critical function, concerned with a key security
protocol, developed by Apple. This error would have almost certainly been prevented by any one of the
following standard software engineering practices: code review, coding standards, code coverage, unit
testing, quality metrics, etc . . . However, none of these were followed. We should ask “why”?
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