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(a) Wnte function WordIndex, as started below. The array wordList contains numWords strings

in alphabetical order, If word is already in wordList, then WordIndex should return the index
of word in wordList. Otherwise, WordIndex should return the index of the first string in
wordList that comes after word in alphabetical order; it should return numiWords if word
comes after all of the strings in wordList in alphabetical order.

For example, assume that array wordList 1s as follows:

o 1 2 3
"apple" "berry" "pear"” "quince®
Function Call Value Returmed

WordIndex(*air*, wordList, 4)
WordIndex("apple®, wordList, 4)
WordIndex(®"orange", wordList, 4)
WordIndex("raspberry®, wordList, 4)
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Complete function WordIndex below. Assume that WordIndex iscalled only with parameters that
satisfy its precondition.

int WordIndex(const apstring & word,
const apvector<apstring> & wordList, int numWords)

// precondition:; wordList contains numWords strings in alphabetical
i order, 0 £ numWords < wordList.lengthi()
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(b) Wnte function InsertInOrder, asstarted below. The aray wordList contains numWords
strings in alphabetical order. If the string word is already in wordList, InsertInOrder should
not change any of its parameters. Otherwise, it should insert word into wordList in alphabetical order
(i.e., all values greater than word should be moved one place to the right to make room for word), and
it should also increment numWords by 1. Assume that wordList.length() is greater than
numiWords.

In the examples below, numWords = 3 before the following call is made.

InsertInCrder ("pear®, wordList, numWords)

Before the call After the call

wordList wordlList numWords
"apple® *berry" "guince"’ *apple* *"berry® "pear®” “"guince” 4
“apple® *"berry™ "pear" apple” "berry® "pear” 3
*apple* "fig" "peach" *apple* "fig* *"peach" "pear” 4
*quince® *raisin" "tart" *pear® "quince® "raisin® "tart” 4

In writing Insert InOrder, you may include calls to function WordIndex specified in part (a).
Assume that WordIndex works as specified, regardless of what you wrote in part ().

Complete function InsertInOrder below. Assume that InsertInOrder 1scalled only with
parameters that satisfy its precondition.

void InsertInOrder (const apstring & word,
apvector <apstring> & wordList, int & numiWords)

// precondition: wordList contains numWords strings in alphabetical

! order, 0 € numWords < wordList.length()

// postecondition: if word was already in wordList, then wordList and
! numwWords are unchanged;

rr otherwise, word has been inserted inte wordlist in
ff sorted order, and numiWords has.been incremented by 1
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(a) Write function WordIndex, asstarted below. The array wordList contains numWords strings
in alphah-::u::a! order. If word is already in wordList, then WordIndex should return the index
of word in wordList. Otherwise, WordIndex should return the index of the first string in -,
wordList that comes after word in aiphabelic:al order; it should return nunWords if word
comes after all of the strings in wordList in alphabetical order.

For example, assume that array wordList is as follows:

—

0 1 2 3 - L
*apple® . *berrv* "paar"” "quince* -
Function Call - . Value Returped |

WordIndex ("air", wordList, 4}
Wordindex("apple*, wordList, 4)
WordIndex ("orange®, wordList, 4)
WordIndex("raspberry”, wordList, 4)

i b oo

Complete function WordIndex below. Assume that WordIndex is called only with parameters that
satisfy its precondition.

int Wordindex{const apstring & word, -
const apvector<apstring> & wordlist, int numWords)

/{ precondition: wordList contains numWords strings in alphabptical
Iy order, 0 £ numiWords < wordList. length{}l
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{(b) Wnite function InsertInOrder, asstarted below. The ammay wordList contains numWords
strings in alphabetical order. If the string word is already in wordList, InsertInOrder should
_. not change any of its paramieters. Otherwise, it should insert word into wordList in alphabetical order
. (i.e., all values greater than word should be moved one place to the right to make room for word), and
it should also increment numWords by 1. Assume that wordList.length() is greater than
numWords.

Tu the examples below, numWords = 3 before the following call is made.

InsertInOrder (*pear*, wordList, numWords)

Before the call ' After the call

wordList wordlList numiWords
: "apple® "berry" "q.uinc:e.'_ "apple® "berry" 'pea:::' "guince"® 4
'applg' *berrvy" 'PEEr" ‘ﬁpple. *berry" "pear® 3
Y "apple® "fig" "peach" *apple* "fig" "peach® "pear"” 4
" "quince® *raisin® "tart® *pear® "guince® *"raisin® "tart" 4

In writing Insert InOrder, you may include calls to function WordIndex specified in part (a).
Assume that WerdIndex works as specified, regardless of what you wrote in part (a).

Complete function InsertInOrder below. Assume that InsertInOrder iscalled only with
parameters that satisfy its precondition.

' void InsertInOrder (const apstring & word,
o apvector <apstring> & wordList, int & numWords)
// precondition: wordlList contains numWords strings in alphabetical

Iy order, 0 € numWords < wordList.length()

/! postcondition: if word was already in weordList, then wordList and
i numiWords are unchanged; o

e otherwise, word has been inserted into wordList in
g sorted order, and numWords has been Jj.nl:remented by 1

]

B, b,

é\?r(li:oj k::- mumVun’?’s/- {LH)
- £ .'-PL“""‘”"A 12 word Lts‘t[}:]) .

.. i’s nlf?‘ = W{IW{ I“ﬁiﬂ' (uﬂra[; ""'”J L;Sfi’ ﬂuﬂwﬂr{;}j

i "
2
U= nom\Woad § - L> lnd ex - L"‘)
5 l;]ﬂ A st EL]/‘-’- word L:B_{‘tj__.., 11} |
Mﬂf’d LI@"’ E’N‘h}(j = WA .ro!_;

s .-..El'.a'.:r L : -

o 1]
]

(sl L'i:ll [}

L
;." -.i n:"l- b
g PRk

.-:."

ot

]
]

Ay

P
s o]
T

d

T g GO ON TO THE NEXT PAGE




Az

T

2.

(a) Write function WordIndex, asstarted below. The array wordList contains numWords strings
in alphabetical order. If word is already in wordList, then WordIndex should return the index
of word in wordList. Otherwise, WordIndex should return the index of the first string in
wordList thatcomes after word in alphabetical order; it should retumn numWords if word
comes after all of the strings in wordList in alphabetical order.

L]

For example, assume that array wordList is as follows:

o 1 2 3

*apple® *berry" - "pear* "gquince®

Function Call Value Retuned

WordIndex("air*, wordList, 4) .
WordIndex("apple®, wordList, 4)
WordIndex(®"orange®, wordList, 4)
WordIndex("raspberrv®, wordList, 4)
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Complete function WordIndex below. Assume that WordIndex is called only with parameters that
satisfy its precondition.

int WordIndex (const apstring & word,
const apvector<apstring> & wordList, int numWords)

{// precondition: wordList contains numWords strings in alphabetical
l/ order, 0 £ numWords < wordList.length()
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(b} Write function InsertInOrder, asstarted below. The array wordList contains numWords -j
strings in alphabetical order, If the string word is already in wordList, InsertInOrder should
not change any of its parameters. Otherwise, it should insert word into wordList in alphabetical order
(i.e., all values greater than word should be moved one place to the right to make room for word), and
it should also increment numWords by 1. Assume that wordList.length() is greater than
numWords.

In the examples below, numWords = 3 before the following call is made.

InsertInOrder ("pear®, wordList, numWords)

Before the call After the call

wordlist wordList Wor
*apple® "berry® "quince® *apple® "berry® "pear” 'quincr_a' 4
*apple® *berry* *“pear” *apple” "berry" "pear” 3
"apple* *fig" "peach" *apple* "fig®* "peach® "pear* _ 4
"gquince® "raisin* “"tart*® *pear® "quince® "raisin”® “tart* - 4

In writing Insert InOrder, you may include calls to function WordIndex specified in part (a).
Assume that WordIndex works as specified, regardless of what you wrote in part (a).

Complete function InsertInOrder below. Assume that InsertInOrder is called only with
parameters that satisfy its precondition.

void InmsertInOrder (const apstring & word, )
apvector <apstring> & wordList, int & numWords)
// preconditicn: wordList contains numWords strings in alphabetical

i order, 0 £ numWords < wordList.length(}

/{ postcondition: if word was already in wordList, then wordList and
i numiWords are unchanged;

N otherwise, word has been inserted into wordList in
i sorted order, and numWords has been incremented by 1
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